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**15.1 Introduction**

Many computer science textbooks include one or more chapters on program design. Such chapters can be found at various stages throughout the book. Some authors introduce program design immediately in an effort to create proper program development habits early. There are also authors who mention program design throughout the entire course to emphasize how design applies to the current topic.

The contents of Exposure Java and my feelings about *Program Design* are motivated by my early computer science courses that I took in the Seventies. My early beliefs about program design have been frequently confirmed and have also evolved with new trends in computer science.

In my very first computer science course, the first two lectures were very theoretical, and discussed proper program design. Basically, I was clueless. I did not yet know how to communicate with any type of computer. I knew nothing about any kind of programming language and I did not yet know the location of the university computer lab. But, ah. . . I knew about program design. After the conclusion of the two program design lectures, we received our first assignment. It was a very short program, which solved the *Quadratic Equation*. I looked at the assignment and tried to imagine how to apply proper design to the program and I was confused. The program I "designed" was barely ten lines in length. Next, I wondered how to log into the main frame computer.

I asked our instructor how to handle the login process. My instructor looked at me with perplexed eyes at the curious question. *"Your concern is with the implementation of correct program design. Details about logging in are trivial and of no consequence. Focus on the important topics in this course,"* I was told. This was excellent advice and I walked enthusiastically to the computer lab, after getting directions about its location. At the lab I asked the lab assistant how to log into the main frame computer and how to use the card punch machine. The very intelligent lab assistant spoke roughly twenty program languages, but was not very fluent in English. Two minutes later I was logged in. I still had no clue how to perform this task, but I sure learned that the lab assistant knew it.

Compile messages were sparse in those days. Essentially, there were two messages, which were *success* and *fatal error*. After a few fatal messages, the program assignment was done. It was actually much simpler than the login process and I was quickly finished. I did ponder how I had used correct program design and hoped that my printed assignment would not reflect my failure to apply the many fine principles that my instructor had labored so hard on to get me started correctly. What is the point that I am making here? My point is that I find it very difficult to use many program design principles for very short programs.

Over the years, and now over the decades, I have found that a program needs to have a certain minimum size before it starts to make sense to talk about program design. At this stage you are in unit 15 of this first computer science course or reviewing this material in a second course. You have already learned a considerable amount about programming with the Java language and you have also learned many Object Oriented Programming features. The time is now ripe to consider some tools that assist in the writing of large programs.

In the *pre-OOP* days, program design revolved around these five steps:

|  |  |
| --- | --- |
| **Step #** | **Step Mission** |
| 1 | **Understand the Problem** |
| 2 | **Develop an Algorithm** |
| 3 | **Code the Algorithm** |
| 4 | **Test and Debug the Program** |
| **5** | **Update and Enhancement** |

**Understand the Problem**

The first step in program design is always the same with or without *OOP*. It is also ignored more than anything else. Consider the following: Can a program expert with twenty years computer science experience write a program that will play chess, unless such a person understands the game of chess? Can somebody write a program which will multiply two matrices unless he or she knows how to multiply matrices? You know the answer to these questions. Therefore, before anything else happens, you need to understand the problem. This is particularly important, since the real situation is often such that problem originators are usually not programmers.

**Create an Algorithm**

An algorithm is a step-by-step solution to a given problem. Of the five steps, this will often be the most difficult and time-consuming step when program assignments start becoming complex. Entire textbooks are devoted to important algorithms. There will be a future chapter devoted entirely to popular computer algorithms.

**Code the Algorithm**

At this stage you need to determine the programming language that you will use. Java may not always be the best solution. As you become a more experienced programmer, you will be able to select from different languages for different applications. If the algorithm is well designed, it should comfortably translate into most programming languages. Furthermore, keep in mind that coding a program is not just completed because it works. Serious considerations need to be given to efficiency in execution time, in memory usage, and in program readability.

**Test and Debug the Program**

After a short introduction in Java you have learned to become dependent upon the compiler to point out errors. Keep in mind that the compiler is only equipped to detect *Compile/Syntax* errors. Both *Runtime* and *Logic* errors can only be detected when the program is executed and tested properly.

**Update and Enhance the Program**

Even programs that are very well planned and developed properly require updating and enhancing. Situations arise that were not considered in the early planning stages and the actual process of interacting with a working copy of the program often motivates improvement ideas.

Now that Schram has finished his nostalgic trip down memory lane we can return to the 21st century. Today, programs are more complicated. Object Oriented Programming was born to handle complicated programs in a reliable manner. The program design steps for OOP need to be adjusted. This is not to say that the previous five steps are meaningless. Even with *OOP* when you write an individual method, you will probably go through these exact five steps. When working with *OOP* there are issues that must be considered before you get down to the method level. A more up-to-date chart would look like this:

|  |  |
| --- | --- |
| **Step #** | **Step Mission** |
| 1 | **Understand the Problem Description** |
| 2 | **Class Design** |
| **3** | **Method Design** |
| **4** | **Class Interaction** |

Is this the first time that program design is mentioned? Hardly. Subtle statements about the appropriate use of various program constructs have appeared regularly along with frequent statements about the proper implementation of various classes and methods. However, it was mostly subtle. The first serious introduction to program design occurred back in Chapter VII. In that chapter you learned how to write your own methods and also how to create your own classes. The design aspects in that chapter could not be called *Object Oriented Design*, but it did present a very practical *Payroll* case study. With that program you observed many stages of the same program. The program evolved from a totally unreadable mess to a very manageable program. At the end of Chapter VII you should have realized the importance of the following fundamental rules:

|  |
| --- |
| **Fundamental Program Design Rules** |
| * **Write your program in a clear, consistent style.** * **Use meaningful, self-documenting identifiers.** * **Do not place all your code in the main method.** * **Create modules for recognizable tasks.** * **Place common purpose modules in a class.** |

These fundamental rules, provided in Chapter VII, were presented before you had learned much about Object Oriented Programming. I tend to have a rather simplistic view in life. It is my opinion that a discussion about the proper design of an automobile engine is difficult unless you know how an automobile engine actually works. The last chapter concluded the *Focus on OOP* topics and you have written a sufficient number of programs to start appreciating the importance of planning and designing a program. It is the aim of this chapter to give you some theoretical, yet practical rules, in designing a program.

The organization of this chapter is quite different from the pattern established by most of the previous chapters. You have observed that almost all chapters revolve around a sequence of program examples that are designed to illustrate one or more new programming concepts.

You also need to realize that this is AP Computer Science. What does that mean? Well for starters, you are expected to understand clearly how a program works. In other words, before you can design your own programs, you must be able to understand how somebody else's design works. You are also expected to design single classes. Design is great, but at some point comes implementation and students in a first course must be able to write the method body of the method signature described in a class design. Additionally, you should also be able to write a class that implements an interface.

Right now let us get serious and get a good introduction into *Objected Oriented Design* or *OOD*. I hope you like reading. This chapter is heavy on reading and basically extremely light on program examples.

|  |
| --- |
| **APCS Examination Program Design** |
| * **Comprehend the design of a provided program** * **Understand a problem description, purpose and goals** * **Apply data abstraction and encapsulation** * **Understand class specifications** * **Understand "is-a" class relationships** * **Understand "has-a" class relationships** * **Understand and implement a given class hierarchy** * **Identify and use existing class libraries** * **Identify reusable code from existing code** * **Design classes** * **Know implementation techniques** |

|  |
| --- |
| **AP Examination Alert** |
| **You can expect AP Computer Science Examination questions on the multiple choice segment and the free response segment about program design.** |

**15.2 The Design Compromise Triangle**

Something must be understood at the very beginning on any program design discussion. You know that life is full of compromises and priorities. Well it is no different in the world of computer science. Any large, important, program will have its share of compromises and priorities. The compromises and priorities can be illustrated with the *Computer Science Triangle of Compromise*, shown in figure 15.1. This triangle shows the interaction between four primary considerations in the design of a program.

**Figure 15.1**

|  |
| --- |
| Triangle |

This triangle is very practical. It is a constant reminder of the reality in writing a computer program. Is it *Speed* that you want? Oh, that is possible. Simply, avoid the creation of any method calls, because multiple method calls have a negative impact of execution performance. That works fine, but your *Readability* is pretty much destroyed with thousands of program statements shoved inside the main method. Are you concerned about using too much memory? There is a simple solution to the memory usage. Use data types that require little memory, use identifiers that are single letters and do not bother with any comments. Terrific, you have just saved all kinds of memory. Once again, *Readability* gets a pretty severe hit, and you may also get inaccurate computations due to memory overflow. Actually, you are most interested in *Readability*. After all, it is with readability that you can easily find errors, and future program enhancements are much easier to implement with a readable program. Do you see that *Speed*, *Readability* and *Memory* fight with each other for priority? What about that word in the center of the triangle? *Reliability* has not been mentioned in any of the previous discussions. The reason is simple. You may wish to sacrifice some *Speed*. You may wish to sacrifice some *Memory.* You may also wish to sacrifice *Readability*. However, *Reliability* is placed dead center inside the triangle to indicate that there is no compromise here. The three performance issues on the outside of the triangle are "desirable" goals.

Make the program as fast as possible. Make the program use as little memory as possible. Make the program as readable as possible. These are all goals that any good program designer considers and there will be some serious fights between program team members who feel strongly in other direction or the other.

However, and this is a very serious however, there can be no compromise in the reliability department. It is not appropriate to state that the program needs to be as reliable as possible. Imagine the following statement given to a patient after brain surgery with a computer-assisted-laser-scalpel: *"Mr. Jones, your surgery had a few complications. A wrong section of your brain was removed. However, you will be pleased to know that this was done quicker than any operation in the history of brain surgery.* Imagine Mr. Jones responding with, *"Well as long as it was done very quickly, it does not really matter that I still have a tumor in my brain, but no longer the part of my brain responsible for vision."*

Ladies and gentlemen please consider this. The primary reason to use Object Oriented Programming in modern programs is to ensure ***reliability***. All program decisions assume reliability and no compromise can be made here. Consider an ATM (Automatic Teller Machine) program that 90% of the time gives people the correct amount of cash during a cash withdrawal operation. Ninety percent correct is a remarkable performance on an AP Examination, but programs need to give the correct output 100% of the time.

|  |
| --- |
| **The Ultimate Priority** |
| **Program design becomes a compromise between speed, memory usage and program readability.**  **Program reliability is never a compromise option. It is a requirement that must be satisfied with the first program release and all tests are designed to insure the reliability of a program. All program considerations revolve around this very fundamental requirement.** |

**15.3 Understand the Problem Description**

Computer programs suffer from an unfortunate problem that is difficult to avoid. The people who write the programs do not specify the requirements for a program and the people who specify the requirements for a program do not write the program. Educators need grade book programs and educators know what they want in a grade book program. Programmers know what programs can do, but they do not comprehend the needs of teachers. So what happens? Educators give specifications to programmers to create a grade book program. The grade book specifications make perfect sense to educators and they may be unaware that many assumptions, known to every-day educators, are not explicitly explained in the program specifications.

Sometime later a program comes out and the educators are not happy. Is it because the program is not reliable? Our very conscientious programming company developed a program that was tested to the nth degree and it performed perfectly in all specified areas. That is just the rub. Not everything was specified accurately and completely.

Do you think I am exaggerating? About fifteen years ago my school district ordered the creation of a comprehensive school administrative and attendance program. The teachers were not real excited about the program, but teachers as a group have trouble getting excited about administrative computer programs. After several months into the program I marched to one of our attendance clerks and asked for the attendance records of one of my students. I wanted to know if this student was absent in other classes as much as my class. In other words, is it just me, or is this student absent with everybody. I asked a simple question. *"How many days is student XYZ absent in all her classes?"* The clerk responded that she did not know and I had to specify a time period. She would then check each day of the time period and record the absences. I was perplexed. To my amazement this very expensive, custom-designed attendance program, did not record or display the total number of days that a student was absent.

After some investigation I learned that the program worked correctly, but our district had never specified that this particular feature was a requirement. What was the problem? Most educators assume that it is established knowledge that an attendance program displays the total number of absent days for a specified student in a specified period. There is just one small snag, because your typical programmer is not your typical educator.

To this day the most practical educational program I have ever used was designed and created by Lynn Rosier. Mr. Rosier is one of those unusual combinations of a superb educator as well as a superb programmer. He did a great job communicating to himself.

This was a rather long-winded introduction to basically considering Step-1 of program design, which is **Understand the Problem**. This means that you, the programmer, need to both understand the problem and you must be able to handle the problem. You may completely understand that some client wants a program to play chess, but unless you personally understand the game of chess, you will not get too far in satisfying the client's requirements.

Now let us get practical. What actually is involved in understanding the problem? How do you prevent the frequent miscommunication headaches between clients, who are ignorant about programming and programmers, who are ignorant about the client's requirements. To put it simply, all program specifications can be simplified to the diagram in figure 15.2.

**Figure 15.2**

![Process](data:image/png;base64,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)

When somebody needs a computer program there is the option to purchase a program that satisfies the **input-process-output** needs of a person or - with enough money - a programmer can be hired to create a custom program. With either approach it is necessary to know the input and the output. The program user is unconcerned about the process.

Consider educational administration for a teacher, which was mentioned earlier. The input for the teacher includes: personal student information, test names and dates, test results by class, grade calculation considerations, student absences and anything else considered relevant. The output includes a wide variety of screens or printouts with grade statistics by student, by test and by class and report card summaries. It also requires attendance statistics per student, per class and per grade period.

Specifications run into two fundamental problems. First, a category is simply left out. Imagine that the specifications fail to mention the need for printing report cards. Teachers can happily enter tests and grades and then the school finds out that it has no means to generate report cards for a specified number of weeks. The report card feature was simply ignored. Report cards may be second nature to teachers, but not to people who think in Java, C++ or some other programming language. The second problem, and very common problem, is that the required category is included, but the simple **input-process-output** specification is incomplete or inaccurate.

Consider an *average grades* feature in a grade book program. The programmer is told that the program needs to be able to average grades for a cycle period. The program already has satisfied the ability to enter grades into a grade period of a specified number of weeks. So Mr. Programmer, make sure to average the grades in those grade cycles! Sounds easy?

Now the programmer may think that this is a no-brainer. Compute the grade average by adding up all the grades and divide by the number of grades. This type of average is called the *mean* of a set of numbers. This may sound fine, but it also means that a major test counts the same as a homework exercise. That cannot be right. There must be another way. Well there is not just another way; there are many other ways. Some teachers like to score all evaluations on a scale of 100, but different assignments carry a different weight. Other teachers count all grades the same within one category, but then assign percentages of the category during the grading cycle. Tests may count 60%, Quizzes 20% and Homework 20%. Many teachers do not use a scale of 100, but they use points. A quiz may be 20 points and a test may be 100 points, which makes the test worth five times as much as the quiz. Do you think I am finished? You'll be pleased to know that there is more, because there are teachers who like the *weight/percent* scale or the *point/percent* system and more.

The point here is not to bore you to oblivion about how teachers average grades. The point is that it is pretty easy to give an incomplete set of specifications to a programming company. If either the administrator ordering the program or the company writing the program, knows very little about the job of the other person, then there is bound to be trouble.

|  |
| --- |
| **Program Specifications Note** |
| **Program specifications follow a top-down approach.**  **This means that specifications are delivered from**  **general to specific.** |

You will see this "top down" statement mentioned at various locations in a chapter or article on program design. The two words *top down* simply means *from general to specific*. A business, which makes decisions *top-down* implies a business where there is strong leadership at the top, which then directs that policy down to the "bottom".

There are also *bottom up* businesses, which plan from the bottom up or at least the lower level employees have a considerable input in the decisions of the management. Such a business model is also called *site-based management*.

The construction industry shows us good analogies for specifications. The general contractor, who is the person in charge of coordinating all the different construction projects, looks at dozens of blue prints. The blue prints are detailed floor plans and all types of drawings and explanations on every aspect of the construction project. There exist blue prints for every type of job. The carpenter gets floor plans and specifications on the design of the roof. The plumber gets blue prints with exact locations of sinks, showers, washer, toilets and other plumbing needs. The electrician has blue prints that show the location of every light, electric plug, appliance and air-condition needs.

What does this mean to you if you need to design a program and start by writing down the specifications for a program? Well, you start at the top and begin by explaining the general purpose of the program. The beginning may be something like the following statements:

*This program calculates building materials for a construction project.*

*This program judges gymnastic competition.*

*This program manages business finances.*

*This program records and averages student grades for a teacher.*

*This program plays the game of "Tic-Tac-Toe."*

This list can continue with thousands more examples, as evidenced by all the software that has been created to help and entertain people with many different needs in their daily life.

Consider the first program example, calculating the amount of building materials required for a construction project. This type of program is tremendously practical for any professional builder. Trips to a building supply company are time consuming and take time away from construction. You want the right amount of materials. If too few materials are purchased, additional materials must be purchased or ordered. If too many materials are ordered there is a problem with the extra materials. The materials need to be moved from the building site and then it needs to be stored somewhere. Storing materials takes time and it takes money.

Following *Top-Down* procedure, the next step is to divide the problem into large categories. You know that the program has to calculate building materials. Now you continue and look at materials needed for *foundation, framing, windows, doors, roofing, sheetrock, siding, insulation, plumbing, electrical, air-conditioning, appliances, trim, carpeting, tile, cabinets, and paint.*

You now have a pretty good list of major categories and the *Top-Down* process continues. It was mentioned earlier that program design will always involve instructions about *Input - Process - Output*. Time will not be taken to design an entire house, but let us at least continue with the *foundation*.

What input is required for the *foundation*? The program will need the *size* of the house, the *shape* of the foundation. Most importantly is the *type* of the foundation. Is the *foundation* a concrete slab, a pier and beam foundation, or a basement structure?

Assume now that it will be a *concrete* foundation. The square footage of the floor plan will determine the amount of concrete that is needed, but that is not all. The concrete is reinforced with *rebar*, which are the iron rods that give strength to the concrete slab. The foundation also needs *cushion sand* and the *rebar* needs little elevators that raise the *rebar* to the correct position when the concrete is poured. Then there is the *plastic* sheet that goes under the concrete and do not forget about the temporary wood needed to create a form for the foundation. This is quite a list and I assure you that the foundation of a house is far less complicated than many other parts of a house.

The specification details keep on rolling and we move yet another notch down the *Top-Down* list. The *Concrete* itself requires details. *Concrete* is a mixture of sand, cement, aggregate (small stones) and water and the make-up of this mixture changes for different projects. The reinforcing *rebar* rods also need information. *Rebar* comes in stiff iron bars of different lengths and different diameters. It is also possible to use a flexible type of reinforcement that can be tightened after the concrete is poured.

Have I mentioned everything about the foundation? You may feel that any more details in this area and you are going to check the title of the course that you are taking? Is this *Computer Science* or *Construction 101*? Amazingly, after all this detail there is yet more to consider in the specification department and that is priority or sequence. A construction project cannot simply be put together as you wish. It may sound really silly, but if the *roofing* crew shows up before anybody else has done any work, then they will not have much to do. Does this mean that the foundation is first? No, ironically, the plumber has a job to do before the foundation gets too far along. The so-called *rough-in* plumbing comes first. These are the pipes that are placed under the foundation in special ditches. You may observe that when concrete is poured there are all sorts of pipes sticking out.

Finally, the section on problem specification is ended. Why was it so long? I am really trying to impress upon you how important and how complex this first part of program specifications is. Millions of dollars can be spent on a program or a construction project that does not satisfy the need of a customer, because the precise needs of the customer were not clearly specified.

**15.4 Class Design**

A class encapsulates the data and the actions that process the data. The selection, design and implementation of a class are the most fundamental parts of *Object Oriented Design* and we are up to our nostril in OOD*.* Did you forget why we do Object Oriented Programming? That is right, we want reliability and OOP gives us more reliability than the earlier styles of programming.

An Object Oriented Program revolves around a single class, if it is a very small program, or the interaction of many classes, if the program is medium to very large. You, the professional programmer, have all the program specifications and now the design process starts. Keep in mind that the creation of the program specifications is not part of the design. It is necessary for the design and you may frequently return to the customer to get clarification, but the design assumes the existence of detailed specifications.

I just love construction analogies. If you do not like construction analogies then this will become a long chapter. What is a class? Essentially it is a toolkit. A well-designed toolkit places tools for a common purpose together. Tools in a toolkit for an electrician handle the cables, outlets, switches and other electrical materials that electricians use.

When you are thinking about starting the writing of a program, your thoughts need to go to what toolkits or classes to use. Consider a program that is used to judge a gymnastics competition. What would you use? You need to think about the classes and you need to think about the interaction of the classes.

As you think about classes, remember that a class is a toolkit. Start by writing the class declaration, which includes the attributes and the method signatures. Your first concern is with the data structures that need to store data and the algorithms that will access and process the information.

Keep in mind that in a well-organized constructor's toolkit you will not find paint tools and plumber tools in the same container. Likewise in a well-designed class you should insure that data and the methods that access the data are all in the same class. Furthermore, do not place into one class the members that should be divided between two or more classes. In other words, keep the classes clean and manageable and not so large that the class is difficult to comprehend and also difficult to test properly.

When you place a set of members in a class, ask yourself if all these members satisfy the needs for a single goal. In some cases there are two or more groups of members that have separated functions. For instance a class that has methods to manage student homework and also to organize cookie recipes is an odd mix.

It is also possible that you wish additional classes, not because the members are working towards unrelated goals, but a large singular goal should be sub-dived into smaller, more manageable, goals. If you create a class for a school administration program with a single class called **Administration**, you may rapidly see the need for additional classes. How many methods would an **Administration** class have if it handled attendance, student admissions, school finances and student grades? It can be argued that all methods work together to process student data, but the class becomes too large. In such a case divide the class and create logical sub divisions. It makes more sense to create classes for **Attendance**, **Admissions**, **Finance** and **Grades**. After the class members are selected, you need to decide which members are **private** and which members are **public**. Figure 15.3 shows a diagram for a class with the two sections of *private access* and *public access*.

**Figure 15.3**
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What determines if a class member has **private** access or **public** access? In a general sense the question is easily answered. Figure 15.4 shows the normal, recommended case. Data is **private** and **methods** are **public**.

**Figure 15.4**
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|  |
| --- |
| **AP Computer Science Examination Alert** |
| **For the specific purpose of writing solutions to free response *class design* questions, declare data attributes private and action methods public.**  **Keep in mind that there are situations where it is appropriate for attributes to be public and methods to be private.** |

Figure 15.5 shows what is possible. Note that it is possible to declare attributes as **private** or **public**. It is also possible to declare most methods as **private** or **public**. It is possible to declare a *constructor method* as **private**, but it does not make any sense to do for any functional program.

**Figure 15.5**

![Class3](data:image/png;base64,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)

Figure 15.5 also shows the three different types of methods, which are *constructors*, *accessors* and *mutators*. All three methods have the opportunity to access data information, but the intent of each group is different. *Accessor* methods are *read-only* methods, which return data information, but do not change any data values. *Mutator* methods access data and store new data values. *Constructor* methods prepare new objects for reliable data processing.

Use *constructors* to provide initial values to the data of your class. Sometimes that may be sufficient, but think about reliability. The constructor sets the stage for the newly created object. Assigning initial values for data is important, but it is not always sufficient. One example from a previous chapter may remind you. In a **CardDeck**class the constructor needs to handle parameters for the number of card decks, the number of cards dealt with each hand and the number of players in the game. Additionally, the constructor of the **CardDeck** class also shuffled the cards of the newly created object.

|  |
| --- |
| **Class Attributes** |
| **Also Called: state, data, instance variables, fields** |
| **Class attributes store information in primitive data types or data structures, depending upon the information requirements.**  **Normally class attributes are declared private and should only be accessed by methods of the same class.**  **Sometimes class attributes may be declared public in the event the information is constant, like PI in the Math class. When class attributes are declared public, access should be strictly *read-only* and attributes must be declared as constants by using final.** |

|  |
| --- |
| **Constructor Methods** |
| **All classes need to be designed with one or more constructors.**  **Constructors are automatically called during the instantiation of an object.**  **At a minimum, constructors need to provide initial values for the data attributes of a class.**  **All constructors are declared public and they are neither void methods nor return methods.**  **Many classes require multiple "overloaded" constructors to allow objects flexibility during the instantiation of a new object.** |

|  |
| --- |
| **Accessor Methods** |
| **Methods are also called: actions, operations, procedures, functions, subroutines**  **Accessor methods are also called: get methods** |
| **Accessor methods are *read-only* methods. It is not required, but most accessor methods are *return* methods, which provide information about the private data information of an object.** |

|  |
| --- |
| **Mutator Methods** |
| **Methods are also called: actions, operations, procedures, functions, subroutines**  **Mutator methods are also called: set methods, modifier methods** |
| **Mutator methods are *read/write* methods. Program design requires careful scrutiny of the *mutator* methods*.* Mutator methods not only implement some algorithm to process data, but they also alter the data. Carelessly designed mutator methods can do serious, unwanted, damage to object data.** |

A common mistake with class design is to confuse good classes with good methods. It is the mistake where the designer realizes that some important process is required for a program and then decides to make the process a class. A class is not an operation. A method is an operation. Look at the **Math** class. Mathematics is not an operation; it includes many operations. Data requires organization with sorting and searching operations, but you should not design a *Sorting* class. Sorting data is an operation; it is a verb and that should be done in a method.

It is not easy to design a program properly and efficiently. The selection of classes is a key component of any object. Before we can learn much more about selecting classes we need to look at methods first. Methods are the bread and butter of programming. At the start of program design there are many requirements that must be implemented and some of these requirements will be implemented with methods. Common methods are then combined into a class to process the appropriate data. So we will return to this issue after spending some time with methods.

**15.5 Method Design**

At the method level the concept of *input-process-output* takes on a very direct meaning. Methods have *preconditions* and they have *postconditions*. It is the job of the method to implement an algorithm that takes the *precondition* to the required *postcondition*. A *precondition* is what you can assume is true before a method begins. A *postcondition* specifies what must be true at the end of the method -- provided the *precondition* was **true**. Two examples of method signatures with *preconditions* and *postconditions are* shown in figure 15.6 and figure 15.7.

**Figure 15.6**

|  |
| --- |
| // **precondition:**  list is a non-empty ArrayList object of Integer elements  // **postcondition:** The Integer values in list are sorted in ascending order  **public static void sortList (ArrayList list)** |

**Figure 15.7**

|  |
| --- |
| // **precondition:**  list is a non-empty ArrayList object of Integer elements  // The Integer elements in list are randomly ordered  // **postcondition:** getMedian returns the median value of list  **public static double getMedian (ArrayList list)** |

A method processes a singular operation. Do not confuse yourself and future programmers by creating exotic, multi-task methods. Remember the golden rule of *one task, one module*. You may even find that the implementation of one task may include several sub-tasks. These sub-tasks themselves may become methods.

But let us take care of first things first. I have seen hundreds, if not thousands of students stare at a method heading with a look that indicates a complete lack of confidence in the ability to write the method at hand. You see it is nice to make a statement like you need to write method **getMove**. Method **getMove** is meant to provide the next move in a chess game. I have intentionally given an example where you can see that talking about the requirements of a method is much simpler than implementing the operation. If you know the game of chess then you understand what is required. Look at the chess board. Consider the possibilities and select the next move. Now all you need to do is write the method.

The problem here is that students try to write the code before they have a clue about the necessary algorithm. An algorithm is *a step-by-step sequence to complete a given operation*. In simple English this means that you have no chance writing the program code to implement an operation, unless you personally know how to do the required operation. Let us go ahead and apply this principle to the method heading shown in figure 15.8. You are presented with the heading of a method to compute the Greatest Common Factor (**GCF**) of the two integer parameters. You remember that the GCF is the largest number that divides into both numbers. For instance, the GCF of 120 and 108 is 12. Now how do we implement method **getGCF**? Look at the hint below.

**Figure 15.8**

|  |
| --- |
| // precondition: n1 and n2 are positive, non-zero, integers  // postcondition: getGCF returns the Greatest Common Factor of n1 and n2  **public int getGCF (int n1, int n2)** |

|  |
| --- |
| **Method Writing Hint: Devise an Algorithm** |
| **If you cannot implement the code in the method body, take out a piece of paper and write down the actual steps necessary to solve the problem. You cannot write the steps in a program language, when you cannot write the steps in English.** |

A good approach with creating an algorithm is to first look at one specific example. You will see the truth that computer programming is not simply a *top-down* approach. It jumps all over the place between *top-down*, *sideways* and now in this case *bottom-up*.

Two thousand years ago, mathematician *Euclid* devised the steps to compute the *Greatest Common Factor*. I will use his solution to find the answer of the GCF of 120 and 108. The steps are shown in figure 15.9. I do the computation in the **Computation** column and then I write down in the **Process** column what I did.

**Figure 15.9**

|  |  |  |
| --- | --- | --- |
| **Step** | **Process** | **Computation** |
| **1** | Divide num 1 by num 2 | 120 / 108 = 1 |
| **2** | Determine remainder | 120 - (1 \* 108) = 12 |
| **3** | Check if remainder  equals zero | 12 is not 0 |
| **4** | Numerator (num1)  becomes Denominator | Num = 108 |
| **5** | Denominator (num2)  becomes remainder | Deb = 12 |
| **6** | Divide num1 by num2 | 108 / 12 = 9 |
| **7** | Determine remainder | 108 - (9 \* 12) = 0 |
| **8** | Check if remainder  equals zero | 0 = 0 |
| **9** | If remainder equals 0  then the GCF is  the denominator | GCF is 12 |

The process column tells the story of the algorithm, *Euclid's Algorithm* in this case. Figure 15.10 shows the steps of the algorithm. They are almost identical to the steps shown in figure 15.9. The main difference is that the algorithm provides a mechanism to repeat certain steps as frequently as is required. In essence, figure 15.10 makes the specific problem of figure 15.9 a general solution for all GCF computations of two numbers.

**Figure 15.10**

|  |  |
| --- | --- |
| **Step** | **Process** |
| **1** | **Divide num1 by num2** |
| **2** | **Determine the remainder of step 1** |
| **3** | **Check if the remainder equals zero** |
| **4** | **If the remainder equals zero, go to step 6** |
| **5** | **If the remainder does not equals zero, then**  **num1 becomes num2**  **num2 becomes the remainder**  **Go to step 1** |
| **6** | **The GCF is num2** |

Now we go back to implementing the **getGCF** method with Java code. We are now equipped with a functional algorithm and our job is much simpler. The mission is to translate the English algorithm steps into Java program statement. This is precisely what is done in figure 15.11.

**Figure 15.11**

|  |
| --- |
| **public int getGCF (int n1, int n2)**  **{**  **int temp = 0;**  **int rem = 0;**  **do**  **{**  **rem = n1 % n2;**  **if (rem == 0)**  **temp = n2;**  **else**  **{**  **n1 = n2;**  **n2 = rem;**  **}**  **}**  **while (rem != 0);**  **return temp;**  **}** |

At the method level, design was already discussed back in Chapter VII. This means you need to use self-documenting identifiers. You need to use comments that clarify the steps in your code. You need to use control structures with a consistent indentation style that is easy to follow.

**15.6 Class Interaction**

Program design is difficult to nail down in a very precise, yet realistic, set of steps. In the days before Object Oriented Programming many computer science texts suggested that programs are designed in a set of sequential steps that are very organized. That sounds good, but it is not that simple. It is easy to state that we follow step-1, step 2, etc., but is that what really happens? We start out with good intentions to create a program for a purpose, like organizing our product inventory. This means that *ProductInventoryProgram* is at the top of our design, and top-down design is the way to develop a program. Now we start to slowly work down the pyramid as we go from general to specific. In theory it may seem that there is a steady process of continuously becoming-more-specific-and-detailed in the design of our program. This is called "top-down design with step-wise refinement". In reality, it is will frequently happen that we encounter problems along the way or we realize that important considerations were overlooked that must now be addressed. The real-life program may bounce up and down considerably between top and bottom.

Object Oriented Programming does help tremendously. As we steadily develop a program there may be many classes that will be used. It is entirely possible that as individual classes are implemented with attributes and methods that it makes sense to add additional classes or possibly combine two classes into one class. Frankly, the way that I am speaking right now may seem pretty fuzzy. I would simplify my life and probably yours, if I simply listed a neat set of steps to follow and state that this is how you always design and write a program. Well theory is terrific, but I have been involved in the creation of some sizable programs, and I have learned that the reality of writing programs is sometimes less clean than a program design chapter may imply. The programs I wrote were sizable for a single individual, which in my case means programs greater than 10,000 lines. A program with 10,000 lines seems small compared to multi-million line programs, but I assure you that such large programs are designed and written by a considerable team of programmers.

|  |
| --- |
| **Program Design Reality** |
| **It is easy to explain program design as a clean sequence**  **of steps that steadily develop the finished program.**  **In reality all the aspects of the program requirements are rarely known at the start of program development and additions, deletions, alterations are common.** |

Object Oriented Programming allows calm sanity in the development of your program. In particular, you can completely concentrate on one area of the program and not be concerned about any other parts. The use of classes, which encapsulate all the data and those methods that access the data in one module allow this type of focus.

So here you are and you have created some practical classes for your program. The implementation of these classes may sometimes be possible in a vacuum. This means that such classes can be written and tested without consideration of any other classes. That works for some classes, like the **Math** class, but many other classes interact. Testing the reliability of many classes will depend on the interaction with other classes. There are three ways that classes can interact.

|  |
| --- |
| **Class Interaction** |
| * **Utility** * **Inheritance** * **Composition** |

**Class Interaction: Utility**

Some frowns may appear by established computer science professionals. What is this utility business? In the technical sense it is not much of a class interaction, but it certainly describes how a class may be used.

There are classes that provide useful tools that may be used at any part of a program. Such classes are utility classes and usually the methods are *class* methods or *static* methods. The **Math** class is prime example of a utility class. There is class interaction in the sense that you will create some client class, which includes methods that use **Math** class methods. The utility class is also an example of a class that can be easily tested independently.

In the area of design and implementation a *utility* class has the least complications. A set of method tools are created and then they are placed in a class toolkit. Each individual method is tested by some client program of the utility class and after thorough testing the utility class is ready to be used anywhere in the program.

**Class Interaction: Inheritance**

If you want reliability then inheritance is your friend. Start with a class, any class that is needed for your program and test this class thoroughly. Now you move on and you require several classes that are similar in nature to your established, tested class. It is not necessary to start from scratch. Do not reinvent the wheel, but use what is already available. Extend the existing class and then develop additional methods or redefine existing methods. Inheritance is called an *"is-a"* relationship. A classic example of using inheritance is available in the GridWorld Case Study. In this case study there is an **Actor** class. Objects of the **Act** class have a defined behavior and a set of methods. Now other actors come on the scene. There are **Rocks**, **Bugs**, **Flowers**, **BoxBugs** and **Critters**. We can now create new classes, where each one of the new classes extends the **Actor** class or some subclass of the **Actor** class. With inheritance we can completely rely on the features already established in the **Actor** superclass. Given that the superclass methods have already been tested properly, we can use these methods without additional testing or possibly make modifications. The job of the new subclasses is to *re-define* any existing method or newly-define one or more methods.

**Class Interaction: Composition**

Utility is great and inheritance is very nice, but the truth is that your program will probably rely more on composition than any other type of class interaction. Composition is the ***"has-a"*** relationship. With composition, programs become much more manageable. Consider a complex program used for hospital administration. You can start with a **Patient** class. Objects of the **Patient** class enter, store, display and alter personal information on any one patient. Another class may be **Patients**, which is a class that includes an array attribute of many **Patient** objects.

Now look at accounting. A **Billing** class may also contain an array attribute of **Patient** objects. Another basic class, like **Employee** will finds its way in a **Schedule** class responsible for the work schedule for all the doctors, nurses and other hospital employees. This same **Employee** classis also used by the **Payroll** class to take care of employee salaries. With all this interactive complexity, it will seem like a nightmare of organization. This is precisely where Object Oriented Programming assists. Remember that computer programs are designed to perform real-life task that formerly were performed by people. In real-life we are surrounded by objects and such objects need to be incorporated in computer programs.

A good starting place is with *unit* classes. Some years ago we (John Schram - son and Leon Schram - father) designed a program to handle the data processing needs for *Academic Decathlon* competition. This is a challenging competition in ten academic fields. Each team has nine members. The program handles all the score keeping, winner computations and medal standings award processing. Where did we start? The first - and foundation class - was the **Team** class. It is a classic example of a class that handles a single key unit. Each object of the **Team** class stores all the data information for one team. This includes name, competition level, ID numbers, coach's names, scores for each tests and award rankings. Objects of a single unit **Team** class become attributes in many other Academic Decathlon classes.

|  |
| --- |
| **Unit Classes** |
| **A unit class is a class that contains the attributes and process methods of a single practical unit.**  **Classic examples of unit classes are:**  **Student - Patient - Employee - Product - Passenger** |

The biggest mistake in program design is not to use unit classes. The result is that the classes become very large, which makes them difficult to test properly and manage efficiently. An exaggerated example would be the hospital program. Imagine that you create a single class called **Administration**. This class would be totally unmanageable and impossible to test correctly.

|  |
| --- |
| **Managing Problems and Programs** |
| **The secret of managing complex problems, or programs, is to divide the problem into smaller manageable chunks.**  **In the case of Object Oriented Programming this starts by**  **selecting appropriate classes. A good starting point is to select the "unit" classes for your program.** |

**15.7 Testing and Debugging the Program**

When an inexperienced student programmer finishes a program, and *it compiles*, there is often little concern given to proper test data. A particular set of data is used that is often the data specified for the program execution hard copy. Since the program compiles and executes, a premature conclusion is drawn that it must be correct. As a matter of fact, it is not unusual for students to turn in programs with totally illogical outputs. Students recognize compile errors, because the computer stops and indicates such errors. But there are in fact three kinds of errors.

|  |
| --- |
| **Three Types of Errors** |
| **• Compile or Syntax Errors**  **• Runtime or Execution Errors**  **• Logic Errors** |

Recognizing which one of the three errors occurs is the most important step in debugging a troubled program. Remember, no matter how stumped you are by your program’s uncooperative nature, you always should be able to state what type of error your program has. I can assure you that your teacher will be very pleased if you can say something like:

*Excuse me Mrs. Hromcik, my program has a compile error that says I have an unknown identifier,* or something like *Excuse me, Mr. Rosier, my program compiles and executes, but the output does not make any sense at all.*

Please do not impress your teacher with the following dialogue:

Student: *Can you help me?*

Teacher: *What do you need?*

Student: *I have a problem.*

Teacher: *What type of problem do you have?*

Student: *My computer has a problem.*

Teacher: *What is wrong with your computer?*

Student: *It does not work.*

Teacher: *What is* ***it*** *that does not work?*

Student: *My program does not work.*

Teacher: *What is working or not working with your program?*

Student: *I don’t know. It does not work.*

Teacher: *You must know what is wrong, even if you cannot fix the problem.*

Student: *If I knew what was wrong, I would not ask for help.*

Students often think that they have no responsibility in identifying problems. It is sufficient to tell a teacher that a problem exists. Having announced the existence of the problem, transfers ownership of said problem to the teacher. Student can now relax and teacher gets to work. This theory has some difficulties. First, there are a variety of teachers who give pitifully little help to students who have put forward minimal or no effort themselves. Second, you will soon find yourself in college or on the job where easy ownership transfer of problems is not an available option.

**Compile or Syntax Errors**

Remember that *Syntax* means *Language Sentence Structure*. All lan­guages, especially computer languages, have rules for proper ­sentence structure, or *syntax*. A program compiler goes through two steps. First, the compiler checks if the program has been writ­ten with acceptable syntax. Second, it translates the program. It would be inefficient to start the second step unless the *first step can be completed.* Since the compiler specifically checks syntax errors, and it gives a syntax error message, the error is also called a **compile** error. Your Java compiler rapidly finds any syntax errors, but you must accept the­ following three facts about syntax error messages.

|  |
| --- |
| **Compile Error Facts** |
| • The compiler will catch all syntax errors.  • The error message is not always an accurate  description of the actual syntax error.  • The compiler does not necessarily stop at the correct  *error location*. The *error indicator* stops either on or  **before** the actual error location. |

Students usually ignore cryptic error messages. Even if a message is totally logical, it is still overlooked in most cases. The real problem is that students expect the *error indicator* to be at the *error location*. I have time, and time, and time again seen students in total puzzlement. The error message was very accommodating stating: *Semi-colon expected*.

My hardworking, motivated students would look and look at the highlighted line with the error message. Everything looked just fine and the required semi-colons is in place on the indicated line. Amazingly, the missing semi-colon, at the end of the immediately preceding program statement was not noticed. Please realize that the compiler does not have intelligence. Certain syntax rules must be obeyed and failure to obey the syntax rules will cause problems. However, the compiler does not necessarily recognize what you did wrong or where. What happens is that your error brings about something that is not digestible to the compiler. At the moment that it is clear that a mistake is made, the compiler will let you know. This can be many lines below the actual mistake.

**Runtime or Execution Errors**

Runtime errors are much tougher to correct than syntax errors. Your program may compile just fine, but when you attempt to run it, the program "crashes." You may or may not get any useful message, but it will be very clear that something is wrong. There are many different causes for runtime­ errors, but in general let us define this error as follows:

|  |
| --- |
| **Runtime Error Definition** |
| A **runtime** error or **execution** error is an error that interrupts  program execution. This is more popularly known as the  program"crashes". |

In the greater majority of cases you will receive some kind of error message. Your first step with execution errors is to see if the message makes sense. Even more uncomfortable are the errors that cause a computer crash and there is no message at all. Sometimes you may even have to re-boot the system. At other times the computer is so distraught by the nature of your error that a *courtesy reboot* is automatically performed. Whether you get a message or not, your first task is to isolate the program segment that causes the runtime error.

Java does not use the term runtime errors or execution errors. Java has *exceptions* and all runtime error messages include the word exception and the type of exception that has been detected. There are five common runtime exceptions, which require closer inspection.

|  |
| --- |
| **NullPointerException** |
| **A NullPointerException occurs when an attempt is made to reference an object using an object variable that is null.**  **In a correct situation an object is a memory reference to a location where the object's attribute values can be accessed.**  **If the object's reference is a null value then any attempt to access some attribute field will fail.** |

|  |
| --- |
| **IllegalArgumentException** |
| **An IllegalArgumentException occurs when an illegal argument is used for a method call.** |

|  |
| --- |
| **ArrayIndexOutOfBoundsException** |
| **An ArrayIndexOutOfBoundsException occurs when an attempt is made to access an array with an index outside the range of the array's indexes.**  **This error is quite common, because students frequently forget that the number of elements in an array is not the same as the largest index in an array. An array with ten elements starts at index 0 and concludes with index 9.** |

|  |
| --- |
| **ArithmeticException** |
| **An ArithmeticException occurs an attempt is made to perform an illegal arithmetic operation. One example occurs when the program tries to divide by zero.**  **This error does not occur with all illegal arithmetic operations. For instance the statement System.out.print(Math.sqrt(-10)); does not display an exception message, but displays NaN, which means Not a Number.** |

|  |
| --- |
| **ClassCastException** |
| **A ClassCastException occurs when an attempt is made to cast a variable to a non-matching class.** |

Is this exception business practical? Yes, it is. You are at a stage where your program compiles, which only means that the compiler is happy and finds no syntax errors in your Java code. You move on to executing your programs and problems start. Something is not right and the type of **exception** message can help to pinpoint the problem. There are situations where Java gets concerned that you are not aware of potential problems. In such a situation your program code may not even compile because you have not told the compiler how to deal with potential situations. You see Java is different from many other program languages. The majority of program languages display runtime error messages when the program executes in a manner that causes problems. Java goes beyond the simple display of error messages. Programmers can decide at the time when a program is written how to deal with exceptions. A statement is added to the method heading, such as **public void storeData() throws IOException**. Method **storeData** is designed to store important data in an external file. File handling has various opportunities to cause problems during program execution. For instance, what happens if an attempt is made to store data in an external file that does not exist? At the time that the method is written, you need to decide how to handle such a problem. You can use the **throws IOException** statement, which means to Java that you wish to ignore any potential Input/Output (IO) errors. Basically, you are telling Java to *throw away problems*. Another alternative is to *catch* the errors and then provide some process to deal with the errors.

|  |
| --- |
| **APCS Examination Alert** |
| Students are expected to understand the common runtime errors generated by Java, which include:  **NullPointerException**  **IllegalArgumentException**  **ArrayIndexOutOfBoundsException**  **ArithmeticException**  **ClassCastException**  It is not required that students know how to create exception handling code with **throw**, **try** and **catch.** |

**Logic Errors**

We arrive now at the toughest error of them all, the **logic error**. Why are logic errors toughest? The reason is that your computer gives zero help in the logic error department. This baby is strictly your affair and if you are not careful you will get bitten severely. But first things first, what is a logic error?

|  |
| --- |
| **Logic Error Definition** |
| A **logic** error occurs when a program's output is not logically correct, even though the program compiles, and the program executes without crashing. The careful use of well-chosen test data catches logic errors***.*** |

One of the biggest problems with **logic errors** is that many programmers, especially beginning students, do not realize that a logic error exists. How do you know that you have this problem? The answer is proper **TEST DATA**. Consider a simple example first. Your program assignment involves computing the payroll for a number of employees. Every employee works 20 or more hours and earns at least $7.50 per hour. You run your program and look at the results. Some of the employees earn **negative** amounts of money. It does not require a programming genius to figure out that something is wrong. Ironically, there are students who do not catch such errors. Avoid surprises by using the following steps:

|  |
| --- |
| **Program Testing Steps** |
| 1. Test the program first with **easy to tell** test data. For  example, a program that averages student's grades should  start with all grades of 100. Your average has to be 100.  2. Test the program with a set of test data for which the correct  output is known. If you average a set of peculiar numbers,  check the answer first on a calculator.  3. Test the program with a wide variety of data, for every known  path that is possible in the program.  4. Test the program carefully with test data at borderline cases. |

|  |
| --- |
| **Types of Test Data** |
| **Minimal Test Data** is a set of data that checks every possible path in a program, at least once.  **Thorough Test Data** is a set of data that checks every possible path in a program, and checks the border cases as well, at least once. |

**Carburetor Logic**

Every year I meet students who do some really bizarre things to their programs. These students are motivated, they are hardworking and they have good intentions about completing their program assignments. They also recognize that some things are wrong with their programs. It is with logic errors that this unique group of students starts using very interesting logic. All of a sudden previously, correct program segments are gone, only to be replaced with new strange looking code. I call this **Carburetor Logic**. This can be explained by the following conversation between a customer and a mechanic.

Mechanic: *What is wrong with your car?*

Customer: *My car does not start.*

Mechanic: *Let me check. Wow, your carburetor is gone. No wonder*

*your car does not start. What happened to your carburetor?*

Customer: *I removed my carburetor.*

Mechanic: *Why?*

Customer: *My car would not start.*

Mechanic: *Your car cannot start without a carburetor.*

Customer: *My car did not start with the carburetor, so I removed it.*

Please do not ever expose your teacher to *carburetor logic*. Strange things may happen to your teacher. Eye ticks - long under control - return and Vietnam flashbacks - assumed cured - suddenly return.

|  |
| --- |
| **Watch out for the "hidden" logic error** |
| Students often think that a computer with a totally black screen  has “crashed.” Nothing is showing and nothing is happening.  Frequently, the program is stuck in an infinite loop without a  means to exit. This is not a runtime error. The computer is  busily doing what it is told. This is a **logic** error. |

You might wonder why "testing and debugging" was not listed in the steps shown for Object Oriented Program Design. The reason is quite natural. You are expected to test the stages along the way. That is the OOP way. Develop a class and insure that each method in the class works correctly. Develop a second class and now test the proper interaction between these classes. In other words, you do not wait until the program is finished to start testing. At the final program stage, the complexity of the program can be so great that thorough testing has become impossible. On the other hand, a short method can easily be tested to see if the postconditions are satisfied after the method executes. When each method works correctly, you move on and test the entire class. This means that testing occurs in a "bottom-up" approach.

**15.8 Information Hiding**

The *information hiding* topic is not new, but it has not been officially explained until this design chapter. Program design and information hiding go hand in hand. Let us spend a little time and study this very important concept.

|  |
| --- |
| **Information Hiding Definition** |
| **Information Hiding** is the concept of thinking about certain  programming features and using these programming features  without concern, or even knowledge about the implementation  of such features. |

Every single human being functions, every day, in some capacity of information hiding. Consider the following silly story that explains the mechanical details about starting a car.

|  |
| --- |
| *OK, I put the key in the ignition and turn the key. This will complete an electronic circuit and activate the starter motor. As the starter motor turns the engine over, the following process brings the car in motion. Fuel is pumped from the tank to the fuel injectors. The fuel injectors convert the liquid gas to a fine spray and inject this spray inside the chambers of each cylinder. The turning of the engine moves the pistons upward inside the chambers and it compresses the gas into a tight space. With perfect timing the rotor, inside the distributor, completes an electric circuit that sends an electric pulse to the appropriate cylinder. The electric pulse is passed through a spark plug that protrudes inside the cylinder and a small spark is emitted in the chamber. The compressed gas is ignited by the spark and explodes. The explosion causes instant expansion and the piston is driven downward in the cylinder. The piston head is connected to a piston rod which moves up and down. The up and down motion of the piston rod from the repeated explosions is converted to a circular motion. This circular motion is then transferred to the crankshaft. The crankshaft continues the energy path to the transmission. The transmission then selects the appropriate gear for the car movement. From the transmission the turning force goes by drive shaft and various universal joints to the differential. The differential distributes the turning force to the wheels and the car starts to move.* |

Is it necessary for you to know all those car details before you drive a car? No it is not necessary. Furthermore, as much detail as I wrote about car functionality, you can count on many details that are left out. There are details that I never knew, because I am not a mechanical engineer and it simply does not matter. A car is a classic example of an object. It contains attributes and actions, and you can activate the car actions without knowing how such actions are implemented.

|  |
| --- |
| **Reasons for Information Hiding** |
| • There can be valid economic reasons.  • Implementation details may be too complex and  too difficult to understand  • It allows focus on new and different topics without  concern about prior details. |

**There can be valid economic reasons**.

Suppose that you have a large program team working on a new software application. When your product is finished, you eagerly market and sell the product to anybody interested in buying it. What do the customers get? They get an executable file of your software application and all the necessary files to run the program. Your customers do not get any of the source code. The majority of customers would not be interested in the source code and the few people who are interested in the source code could duplicate your product and compete in an unfair manner without much effort. You may argue that a competitor can simply copy your distribution files and sell them as well. That is true, but it can be easily proven that such sales are copies of a copyrighted product. On the other hand, you may have created a really revolutionary approach to solving a certain problem. This new tool can be used in different applications as well. A competitor can use the source code and use it in a different package. In such a scenario it becomes more difficult to prove that the competitor stole your research.

**Implementation details may be too complex and too**

**difficult to understand**.

The **Graphics** class includes a **circle** method. This method is implemented with trigonometric concepts. Do you understand trigonometry? Some students do, and some students do not. There are also rotating three-dimensional cubes that involve mathematical formulas that will challenge all but the most mathematically talented students. The point is that you can use methods very nicely without the knowledge of such complexity. You happen to be writing a program that will display a snowman. You need circles, and trigonometry is not your concern.

**It allows focus on new and different topics without concern about prior details**.

Most students can really understand the first two reasons for information hiding. It is with this third reason that there are problems. You can call it a *letting go* sort of problem. Consider the following situation: You want to create a video game, and this video game requires a large number of small characters that bounce on the screen. After various approaches to creating your video characters, you give up and decide that you need a special graphics editor, or icon editor to assist you in this part of the program.

At this point the focus is completely on the icon editor. You design it, write it, test it and then use it for your graphics game. It is precisely at this point that the fully tested icon editor is used to create some graphics sprites. You are no longer concerned about the implementation of the icon editor. That part is done now and the focus switches.

I am personally completely convinced that many students have difficulty developing large programs because of information hiding. They do not let go and keep too many details floating around at the same time. It is true that some people can handle a much larger quantity of details than other people can. It really does not matter because everybody has a mental focus limit. Information hiding is your friend. It helps you to maintain sanity.

**15.9 The Tetris Game Program Design**

Let us now try and put some of the concepts presented in this chapter together and talk about the design for a program to play Tetris. I am under the belief that this is the most widely known computer game to many age levels. It was first created in Russia in 1986 and it is still popular 20 years later. I am assuming you understand the purpose of the game and have played it at some time. If this is not the case, ask somebody or Google **Tetris** and you will get plenty of practice with different versions of the same game.

**Step 1, Understand The Problem**

This first step appears easy, because I belief that many people understand Tetris and know how to play the game. Keep in mind that this stage includes the problem description and all the requirements of the game. A brief list of requirement concerns is shown in figure 15.12. This chapter section is more concerned with the program design steps beyond the problem description.

**Figure 15.12**

|  |
| --- |
| The game window is 300 pixels wide and 500 pixels high.  There will be seven different Tetris pieces.  Each new piece will be displayed in a separate 100 X 100 pixel window.  Pieces move automatically downward.  Players can move pieces left, right, and rotate.  Players can also "drop" a piece immediately to its final position.  Left/right arrow keys will control pieces left and right.  Up arrow key will rotate pieces.  Down arrow drops piece immediately.  *And many more program specifications.* |

**Step 2, Select Classes**

Frequently, a new program starts with brain storming that is not concerned with sequence, priorities or implementations. One, two or more people can sit around and suggest needed operations and features, such as shown in figure 15.13.

**Figure 15.13**

|  |
| --- |
| Creation of the seven Tetris pieces  Display the game layout where the pieces move  Operations to move the pieces downward and rotate the pieces  Display of the next piece coming down  Mechanism to check if piece fits correctly  Mechanism to see if a solid row needs to be removed  Compute and display player score  Detect keyboard interaction for piece movement and rotation  Check if game is over  Control piece movement speed |

Do you think that all the operations and features were mentioned in figure 15.13? It would be nice if designers could think that clearly. The reality is that program design has a fascinating back-and-forth pattern. It is usually in the reality to implement or to test the program that design flaws show up. For now let us assume that we have a pretty decent list. Remember this is Object Oriented Design and that means that we need classes and we need to establish a relationship between the classes. So what classes shall we use?

How about starting with a **GameWindow** class? We will use the **GameWindow** class to display everything that is happening in our game. In this window the new pieces drop down, rotate, and join the pieces that are puzzled together at the bottom. That sounds pretty good. Let us list some of the **GameWindow** responsibilities in figure 15.14.

**Figure 15.14**

|  |
| --- |
| **GameWindow class Responsibilities** |
| Store piece location for dropped pieces.  Store location of moving piece.  Display dropped pieces.  Display moving piece. |

The most important part of the game revolves around the Tetris pieces. There are usually seven different pieces. One class to handle the operations of the pieces makes good sense. And right now we need to stop and realize something. There has never been a project of any degree of complexity that was planned in a room around a conference table and planned into sequential perfection before the project started. This means that there is no concern with designing a program and then realizing later that you must go back to the first class and make some significant changes. Figure 15.15 lists the **Pieces** class responsibilities.

**Figure 15.15**

|  |
| --- |
| **Pieces Class Responsibilities** |
| Store seven different pieces.  Randomly select the next piece.  Move the piece downward.  Rotate the piece |

One of the problems with Tetris is that pieces must fit neatly together. This is no trivial operation. As the piece moves down it cannot go too far left or too far right. It also needs to rotate and during rotation, it is possible to hit a wall. The trip down is actually the easy part. At the bottom the piece needs to fit perfectly in the growing puzzle of earlier pieces. I have also decided that this class needs to check if any of the pieces form an entire horizontal row that must be removed. We need a class to handle this complexity, and I decide to call the class **ProperFit**, shownin figure 15.16.

**Figure 15.16**

|  |
| --- |
| **ProperFit Class Responsibilities** |
| Check movement during downward fall.  Check if piece can rotate.  Check fit in final position.  Check for complete rows. |

The first three classes are lovely, but nothing seems to glue these classes together into a functional game. There needs to be a group of operations that control everything that happens in the class. This class checks the input from the game player to move the pieces. This class also needs to get the next piece ready for action, make sure that completed rows are removed, the score is updated, and tell the player that the game is over. In short, we need a managing class, which takes charge of all the operations, called **Control**, in figure 15.17.

**Figure 15.17**

|  |
| --- |
| **Control Class Responsibilities** |
| Get game player input.  Get next piece ready.  Remove completed rows.  Update score.  Determine finished game.  Provide instructions. |

It appears that the **Control** class is quite busy, and I make the decision that it makes sense to use a separate class to handle all the game input operations. This is a class that passes all the game player's wishes on to the **Control** class. This will include starting the game, display instructions, move the piece left and right, rotate the piece, and drop the piece down quickly. I will call this the **Player** class and take some complexity away from the **Control** class, in figure 15.18.

**Figure 15.18**

|  |
| --- |
| **Player Class Responsibilities** |
| Get player keyboard input for:  Start of game.  Left/right movements.  Rotating piece.  Rapid vertical drop.  Game instructions. |

**Step 3, Class Interaction**

Now comes a tricky, and very significant, stage in program development. At this point our Tetris game has five classes and these five classes may appear to be separate containers with methods to process data. However, classes are not meant to sit around by themselves; they interact with other classes. After all, you are creating a program for the specific purpose of playing Tetris. Please keep in mind that you will not walk away from this chapter with a fully functional Tetris game. The Tetris game is used to put some specific examples in a pretty dry and theoretical section in the program design chapter.

Class relationships fall into two categories. There is *inheritance* and there is *composition*. Inheritance involves the "is-a" relationship where a sub class **extends** the features of a superclass. We have classes **GameWindow**, **Pieces**, **ProperFit**, **Control** and **Player**. Do you see any inheritance relationship with these five classes? I doubt that you do, but you could decide to use inheritance if it seems advantageous.

For instance, what if you first created a **Piece** class, like the unit class discussed earlier? The **Piece** class stores data to know its (the piece) location in the game window and provides methods for different types of movement. Once this single piece class is created, you can now design other classes that are specialty pieces. There might be an **LPiece**, **SquarePiece**, and other classes for each one of the pieces in the game. I am not saying this is what you must do. This is a chapter on program design and not a chapter explaining the actual design of a Tetris game. This stuff is mostly hypothetical. For now I have decided to keep all the pieces in my **Pieces** class and not use inheritance.

The other relationship, *composition*, is where class interaction becomes complex and requires careful design. Consider the **GameWindow** class, which has the responsibility to store the game information and display the current state. Is this needed in other classes? Any method that moves a piece needs information about the environment. Initially on the way down there is concern about the left and right side of the window. As the piece moves further down and is rotated there must be clearance with the existing pieces.

|  |
| --- |
| **Design Group Discussion** |
| **This chapter may have made you numb. You have been reading and reading and the usual style of learning that revolved around the explanation of program examples is nowhere in sight.**  **Well, you will get a chance to get involved. The different classes and their methods will need to seriously interact with each other. This is an opportunity for you and some other students to work in small teams and examine the suggested classes and methods.**  **Make a list of classes and methods and decide what interaction is necessary and how it should be implemented.** |

**15.10 Summary**

The first and major segment of this chapter discusses program design. Program design is not simply a listing of available methods or program constructs. Program design is very significant in a world where programs reach complexities that were difficult to imagine even a few years ago. Above all else, programs must be reliable for every possible situation.

After reliability, it must be understood that design priorities will involve a tug-of- war between speed, memory and readability. All three of these objectives cannot be maximized simultaneously. A compromise must be reached.

Program design is not possible without very precise and complete specifications that clearly describe the objectives and details of the program. Program difficulties can arise when assumption are made in the descriptions.

In an Object Oriented World, programs revolve around the selection of classes. Individual classes represent programming toolkits, designed for a specific purpose. The class is the toolkit and the methods are the tools.

In most cases classes are designed, such that attributes are private and methods are public. There are some exceptions. Constructors are always public. Attributes are almost always private, but certain data values will never change and may justify public access. The **PI** field in the **Math** class is one such example. Whenever attributes are accessible publicly, they must be declared as a *read-only*, **final** member of a class. Methods are usually public, but there are methods whose only purpose is to assist methods that are used publicly. Such methods are called *helper methods* and should have private access.

Methods need to have clear pre-conditions and post-conditions. The accuracy test of the method is that the implemented method satisfies the post-conditions, provided the pre-conditions are true.

Another major program design issues is the interaction of classes. Relationships between classes can be by inheritance and composition. The benefit of many interacting classes is that individual classes can be tested for reliability. If we assume that all classes in a program work correctly at the class level, then the chances of overall program reliability increase, as long as the class interaction is properly implemented.

Information hiding is intentional in computer programming. It is possible to think about the design of a program, including the classes to use, the purpose of the classes, the functionality of any methods, without discussing the implementation details of any class or method.